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Abstract: In this fast growing environment most of the organizations are now computerized and those are not seeking computerization. As 

the use of computer increases the need of the database is also increasing and hence the database security is very important aspect. Various 

types of attackers and database hackers are trying everything to break the security of the database and to spoof the information contained in 

the database. The SQL Injection Attack is a very big security threat in the modern databases. An attacker tries to exploit faulty application 

code by causing maliciously crafted database queries. The attackers are allowed to obtain unauthorized access to the backend database by 

submitting the malicious SQL query segment to change the intended application. Various database researchers and practitioners provide 

different approaches to prevent from SQLIA but none of the approach is fully capable to. In this paper we propose some methods of 

protection against SQL injection attack. 
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1. Introduction  

SQL injection vulnerabilities are one of the most serious threats 

for the Web based applications. Web based applications that 

are vulnerable to SQL injection may allow an attacker to gain 

complete access to their database, just because these databases 

often contain sensitive information.[1][2] The resulting security 

violations can include identity theft, fraud and loss of 

confidential information .In some cases, attackers can use an 

SQL injection to take control of and corrupt the system that 

host the Web application too.  

   SQL injection refers to a class of code injection attack 

in which data provided by the user is included in an SQL query 

in such a way that part of the user’s input is treated as SQL 

code.[4] 

    SQL Injection Attacks (SQLIA’s) are one of the most 

severe threats to web application security. They are frequently 

employed by malicious users for a variety of reasons like 

financial fraud, theft of confidential data, website defacement, 

sabotage, etc. The number of SQLIA’s reported in the past few 

years has been showing a steadily increasing trend and so is the 

scale of the attacks.[5] 

   For preventing the SQLIA, defensive coding has been 

can give a solution but is very difficult to implement, not only 

developers try to put some controls in their program code but 

also attackers continue to bring some innovative way to  

 

bypass these controls. Hence it is very difficult to keep 

ourselves updated according to the last and the best defensive 

coding solutions. These problems motivated the need for a 

solution to the SQL injection problems.[6] 

2. Definition of SQLIA  

SQL injection is a type of attack which the attacker adds 

Structured Query Language code to input box of a web form to 

gain access or make changes to data. SQL injection 

vulnerability allows an attacker to flow commands directly to a 

web application's underlying database and destroy functionality 

or confidentiality. [7][9] 

  Any procedure that constructs SQL statements should be 

reviewed for injection vulnerabilities because SQL Server will 

execute all syntactically valid queries that it receives. Even 

parameterized data can be manipulated by a skilled and 

determined attacker. 

 

3. Process of SQL injection  
The SQL injection consist of direct insertion of code into user- 

input variables that are connected with SQL commands and 

executed.  A less direct attack injects malicious code into string 

that are designed for storage in a table as a metadata. When the 

stored string are concatenated into dynamic SQL command , 

the malicious code is executed .[8] 

The injection process works by prematurely terminating a 

text string and appending a new command. Because the 

inserted command may have additional strings appended to it 

before it is executed, the malefactor terminates the injected 

string with a comment mark "--". Subsequent text is ignored at 

execution time.[10] 
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The following script shows a simple SQL injection. The 

script builds an SQL query by concatenating hard-coded strings 

together with a string entered by the user:[11][12] 
 

varShipproduct;  

 

Shipproduct = Request.form ("Shipproduct");  

 

varsql = "select * from OrdersTable where Shipproduct = '" + 

Shipproduct + "'";  

 

The user is prompted to enter the name of a city. If she enters 

Redmond, the query assembled by the script looks similar to 

the following:  

 

SELECT * FROM OrdersTable WHERE Shipproduct = 

'Redmond'  

 

However, assume that the user enters the following:  

Redmond'; drop table OrdersTable—  

 

In this case, the following query is assembled by the script:  

SELECT * FROM OrdersTable WHERE Shipproduct = 

'Redmond';drop table OrdersTable--' 

 

4. Review of Literature 

 
The techniques which are currently available can cover a subset 

of the vulnerabilities of the SQL Injections, some work of the 

researchers are listed in the following section- 
Huang and colleagues [1] propose WAVES, a blackbox 

technique for testing web applications for SQL injection 

vulnerabilities. The tool identify all points a web application 

that can be used to inject SQLIAs. It builds attacks that target 

these points and monitors the application how response to the 

attacks by utilize machine learning. 

Swaddler [2], analyzes the internal state of a web application. It 

works based on both single and multiple variables and shows 

an impressive way against complex attacks to web applications. 

First the approach describes the normal values for the 

application’s state variables in critical points of the 

application’s components. Then, during the detection phase, it 

monitors the application’s execution to identify abnormal 

states. 

Roichman and Gudes’s Scheme – [3] suggests using a fine-

grained access control to web databases. The authors develop a 

new method based on fine-grained access control mechanism. 

The access to the database is supervised and monitored by the 

built-in database access control. This is a solution to the 

vulnerability of the SQL session traceability. 

WebSSARI [4] use static analysis to check taint flows against 

preconditions for sensitive functions. It works based on 

sanitized input that has passed through a predefined set of 

filters. The limitation of approach is adequate preconditions for 

sensitive functions cannot be accurately expressed so some 

filters may be omitted. 
Shaukat Ali et al.’s Scheme – [5] adopts the Hash value 

approach to further improve the user authentication 

mechanism. They use the user name and password Hash values 

SQLIPA (SQL Injection Protector for Authentication) 

prototype was developed in order to test the framework. The 

user name and password Hash values are created and calculated 

at runtime for the first time the particular user account is 

created 

5. Problems in Existing Systems 

 
The SQLIA is the major security threat to the database 

applications in web environment. There are various approaches 

to overcome from these problems but the existing SQLIA 

prevention methodologies have some major problems which 

are discussed bellow – 

 

a) SQLIA is a hacking technique which the attacker includes 

SQL statements through web application’s input fields or 

by means of hidden parameters to access the resources 

which they do not have access to. The lack of proper input 

validation causes the attacker to be able to intrude in the 

database system by unfair ways . 

The process of SQLIA is explained by the following 

example – 

Assume a web application receives a HTTP request from a 

client as input and generates a SQL statement as output for 

the database server. For instance the database 

administrator will be authenticated by empid = 123 and 

password = administrator. Fig 1 describes a login by an 

intruder by exploiting SQL injection vulnerability. 

i) An attacker sends the malicious HTTP request to the 

web application . 

ii) Creates the SQL statement 

iii) Submits the SQL statement to the backend of the 

database 

 

 
Fig1. SQL Injection Process 

The above SQL statement is always true because of the 

Boolean tautology we appended (OR 1=1) so, we will access 

to the web application as an administrator without knowing 

the right password. 

 

b) The attacker might attempts to modify the present SQL 

statement by adding elements to the where clause. For 

example   by a simple search application. This application 

takes the roll number of student as input and provides the 

search result as output.  In this case the web application 

may run the following query 

Select * from student where roll_number =’ <input from 

the user>’ 
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Fig 2. Taking input from the user 

 

Select * from student where roll_number =’1’ = 1 or ‘ ‘ 

 

 
 

Fig 3. Result of the Malicious Input 

 

The WHERE clause becomes true for every row and as a result 

it fetches all entries of the database, in this way the attacker 

gains access to the application. 

 

6. Proposed Methodology 

 
To overcome from the problems of SQLIA we propose the 

following techniques. These are the proactive methods of 

prevention of SQL Injection attack.  

 

a) By use of SQL Query Monitor – we propose the use of 

SQL query monitor as a tool to analyses all the queries 

passed to the database server by HTTP request. The SQL 

Query Monitor Works as bridge between the User 

application and Database Server. It uses the statistical 

database log to validate the request generated by HTTP 

request and allows only if the SQL statements are non 

malicious. This architecture is explained in the figure 4. 

 
 

Fig 4. Architecture of prevention from SQLIA by using 

SQM 

In this method when a user generates a HTTP request using 

web application program it is passed to the SQL Query 

monitor. The SQL Query monitor then analyses the input query 

by the use of statistical Query log which contain the statistical 

data about the allowable values. if the input query is matches to 

that stored in the Query log then the SQL query monitor grant 

the permission otherwise it denies the log in process as invalid 

assess. This process is explained by the uses of following flow 

chart. 

 
 

Fig 5. Flow chart of prevention from SQLIA by using SQM 

 

b) Taking user input from predefined choices – in this 

method we create the application program which enables 

the user to choose only predefined input choices which is 

available to them, in this way the user cannot pass the 

malicious inputs. to implement this approach the search 

page of the student mark list of the fig2. Can be modified 

as shown in the fig 6. 

 

 
Fig 6. Taking Input from the user using predefined choices 

 

In this way the user now only pass the values which are predefined 

andd can not pass the malicious inputs 
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7. Conclusion  
The SQLIA is the most vulnerable security threat in the 

web based database environment in recent years because 

every attacker or hacker tries to break the database security 

using such types of attacks. So the proactive mechanism of 

protection from SQLIA is more acute. Various solutions 

are given by different researcher but none of the solutions 

is fully able to prevent the database from these attacks.  

   So this paper explains the nature an injection process 

of SQLIA. it also explains the possible cases in which the 

SQLIA can be done. To protect the system from these 

attack this paper proposes the use of SQM (SQL Query 

Monitor ) as the validation mechanism by which we can 

only allowed the predefined inputs. There are various other 

ways to attack on the database using SQLIA that need to 

be covered so there is a much scope in this area of 

research.    
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