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Abstract: GUI testing represents a significant amount of the overall testing efforts. Performing software testing through GUI in order to 

find defects in the application. In GUI it is more difficult than testing the application through its API because it requires additional 

programming effort to simulate user actions to observe the output produced and to check its correctness. The incorrect behavior of 

Graphical User Interfaces can compromise the effective use of the overall software application. One way to discover defects and increase 

the quality of GUIs is through testing. Test cases can be created manually or produced automatically from a model of the GUI. The size and 

complexity of GUIs makes it unpractical to do extensive manual testing. The GUI is exercised by a combination of manual and automatic 

exploration, and information about its structure and some of its behavior is automatically extracted, resulting in an incomplete GUI model.  

Keywords: Refactoring approach, GUI testing, Test generation and execution. 

  

1. Introduction 

Reverse engineering is the process of extracting knowledge or 

design information from anything man-made. The process often 

involves disassembling something (a mechanical device, 

electronic component, computer program, or biological, 

chemical, or organic matter) and analyzing its components and 

workings in detail. The reasons and goals for obtaining such 

information vary widely from every day or socially beneficial 

actions, to criminal actions, depending upon the situation. 

Often no-one’s intellectual property rights are breached, such 

as when a person or business cannot recollect how something 

was done, or what something does, and needs to reverse 

engineer it to work it out for themselves.  

Reverse engineering is also beneficial in crime prevention, 

where suspected malware is reverse engineered to understand 

what it does, and how to detect and remove it, and to allow 

computers and devices to work together ("interoperate") and to 

allow saved files on obsolete systems to be used in newer 

systems. Used harmfully, reverse engineering can be used 

to "crack" software and media to remove their copy protection, 

or to create a (possibly improved) copy or even a knockoff; this 

is usually the goal of a competitor.  

Reverse engineering has its origins in the analysis of hardware 

for commercial or military advantage.  However, the reverse 

engineering process in itself is not concerned with creating a 

copy or changing the artifact in some way; it is only 

an analysis in order to deduce design features from products 

with little or no additional knowledge about the procedures 

involved in their original production. In some cases, the goal of 

the reverse engineering process can simply be a re-

documentation of legacy systems.  Even when the product 

reverse engineered is that of a competitor, the goal may not be 

to copy them, but to perform competitor analysis. 

2. Related Work 

In Tomi Raty et.al This paper propose to reduce the required 

manual effort and expertise in creating the models for MBGT 

by using dynamic reverse engineering to automate a significant 

part of the modeling process. In this paper we compare various 

approaches for automated GUI modeling and present the 

results of an empirical tool study, propose a GUI component 

classification suitable for GUI automation and present some 

examples of GUI automation strategies for efficient modeling 

of GUI applications. 

 

In Paul Strooper et.al This paper proposes the Action-Event 

framework (AEF), another PAM-based approach. It is a two-

layer approach. At the top layer is an action model which 

defines abstract actions. At the bottom layer is a mapping 

model, which maps abstract actions to sequences of concrete 

GUI events that implement the actions. An example of an 

abstract action in MS WordPad is opening a file which can be 

implemented as a sequence of GUI events such as click on 

menu File, click on menu item Open, and so on. As there are 

far fewer abstract actions than GUI events, the effort for 

defining an action model is also less than for defining an event 

model. 

 

In Wei Yang et.al The model design is inspired by the UI 

design principles espoused by the Android team. The Android 

User Experience Team suggests that developers should make 

places in the app look distinct" to give users confidence that 

they know their way around the app. In other words, different 

screens of the app should and typically do have stark structural 

differences not just minor stylistic ones. In addition, we would 

like to capture and reflect important differences such as a 

button being enabled or disabled. Such differences are reflected 

in the attributes of GUI components that support user actions. 
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In  Qing Xie et al. The primary goal of this paper is to develop 

efficient model-based GUI testing techniques that provide the 

best combination of fault detection effectiveness and cost. The 

characteristics of proposed framework are it will be automated 

so that the tester’s work is simplified. The GUI model will be 

obtained automatically. Each module will use the model for 

automated testing. It will be efficient so that practitioners can 

use the framework even in the presence of tight deadlines. It 

will be extensible so that new techniques can be implemented 

and packaged as new modules of the framework. It will be 

general enough to be applicable to a wide range of GUIs. 

3. Formal Models for GUI Testing 

Reverse engineering approaches can be roughly divided into 

two categories:  

 

1. Static approaches 

2. Dynamic approaches 

 

In static approaches the source code or other static 

representation of the system is analysed without executing the 

system. In dynamic approaches the system is executed and its 

external behaviour is analysed. Approaches for static source 

code analysis are already available in many software 

engineering tools.  

 

Static approaches are well-suited for extracting information 

about the internal structure of the system and dependencies 

among structural elements, but require access to the source 

code of the system. The dynamic nature of object-oriented 

programs makes it very difficult to understand the behaviour by 

just examining the source code. However there are some 

approaches for static analysis of GUI software and presents an 

approach and GUI Surfer tool for reverse engineering source 

code of GUI applications written in Java or Haskell, and 

creating finite state machine (FSM) models representing the 

behaviour of the GUI. First an Abstract Syntax Tree (AST) is 

created by parsing the source code. Then code slicing is used to 

extract the GUI related parts of the code and a FSM model of 

the GUI is automatically created. Although the generated GUI 

models are not used for automated testing, the goal is that these 

models might be used to reason about the quality of the system.  

4. Reverse engineering and Restructuring 

process 

To implement the level of GUI automation that is required for 

dynamic reverse engineering of GUI applications, the analyzed 

GUI widgets have to be classified. The classification enables a 

different kind of handling for different types of widgets and 

using more advanced strategies in choosing in which order the 

enabled GUI widgets should be selected for interaction and 

introduces two different classification examples for abstracting 

GUI widgets to create platform-independent user interface 

specifications. Because neither of them was well suited for 

dynamic GUI reverse engineering, a new GUI widget 

classification was required.  

 

We divided GUI widgets into four groups:  

 

1. GUI controls,  

2. GUI options,  

3. GUI inputs, and  

4. GUI infos.  

 

GUI controls are widgets that the user selects or presses and a 

state transition, i.e., a change of GUI state is usually expected. 

For example buttons and menus belong to GUI controls. In 

some applications the user has to double-click a control to 

activate the corresponding action, and usually selecting a menu 

opens a list of menu items and another selection is required 

from the user to trigger the action from a menu item.  

 

GUI options are widgets that are used to make a selection from 

a list of choices, such as a group of radio buttons, a list of 

items, a combo box or a pop-up box, or simply an on/off 

switch, such as a check box. Usually selecting an option does 

not trigger a change of GUI state. However, sometimes the 

selection of an item on a list enables a button or changes the 

values of other widgets shown on the GUI. 

 

 
Figure 1: Reverse engineering, Testing and Refactoring 

process 

 

 

5. Conclusion 

Automated GUI testing has become tremendously important as 

GUIs become progressively more complex and popular. One 

way to automate and systematize more the GUI testing process 

is to generate automatically test cases from GUI models. 

However, the manual construction of these models requires a 

lot of effort. We have presented a new technique that, through a 

reverse engineering process, allows obtaining a model of a 

GUI. This model is kept in a XML file from which a Spec# 

specification is generated for testing purposes. However, it is 

possible to translate the XML file to another language if 

desirable. The reverse engineering process proposed combines 

automatic with manual exploration which solves some of the 

“blocking problems” found in the approaches described in the 

state of the art section. In our experiments, by using the REGUI 

tool, 50% of the Specification model was generated 

automatically. In the future, it is our intention to implement 

new algorithms to extend the set of dependencies among GUI 

controls that can be found automatically and translated into 

Specification. 
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